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PHP TUTORIAL 

BASIC LEVEL 

http://www.w3schools.com/php/ 

 
 

PHP is a powerful tool for making dynamic and interactive Web pages. 

PHP is the widely-used, free, and efficient alternative to competitors such as Microsoft's ASP. 

In this tutorial you will learn about PHP, and how to execute scripts on your server. 

PART I:  PHP Introduction 

What is PHP? 

 PHP stands for PHP: Hypertext Preprocessor  

 PHP is a server-side scripting language, like ASP  

 PHP scripts are executed on the server  

 PHP supports many databases (MySQL, Informix, Oracle, Sybase, Solid, PostgreSQL, Generic 

ODBC, etc.)  

 PHP is an open source software  

 PHP is free to download and use  

What is a PHP File? 

 PHP files can contain text, HTML tags and scripts  

 PHP files are returned to the browser as plain HTML   

 PHP files have a file extension of ".php", ".php3", or ".phtml"  

What is MySQL? 

 MySQL is a database server  

 MySQL is ideal for both small and large applications  

 MySQL supports standard SQL  

 MySQL compiles on a number of platforms  

 MySQL is free to download and use  

PHP + MySQL 

 PHP combined with MySQL are cross-platform (you can develop in Windows and serve on a 
Unix platform)  

Why PHP? 

 PHP runs on different platforms (Windows, Linux, Unix, etc.)  
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 PHP is compatible with almost all servers used today (Apache, IIS, etc.)  

 PHP is FREE to download from the official PHP resource: www.php.net  

 PHP is easy to learn and runs efficiently on the server side  

Where to Start? 

To get access to a web server with PHP support, you can: 

 Install Apache (or IIS) on your own server, install PHP, and MySQL  

 Or find a web hosting plan with PHP and MySQL support  

PHP Syntax 

PHP code is executed on the server, and the plain HTML result is sent to the browser. 

Basic PHP Syntax 

A PHP scripting block always starts with <?php and ends with ?>. A PHP scripting block can be placed 
anywhere in the document. 

On servers with shorthand support enabled you can start a scripting block with <? and end with ?>. 

For maximum compatibility, we recommend that you use the standard form (<?php) rather than the 
shorthand form. 

<?php 
?>  

A PHP file normally contains HTML tags, just like an HTML file, and some PHP scripting code. 

Below, we have an example of a simple PHP script which sends the text "Hello World" to the browser: 

<html> 
<body> 
 
<?php 
echo "Hello World"; 

?> 
 
</body> 
</html>  

Each code line in PHP must end with a semicolon. The semicolon is a separator and is used to 
distinguish one set of instructions from another. 

There are two basic statements to output text with PHP: echo and print. In the example above we 
have used the echo statement to output the text "Hello World". 

http://www.php.net/
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Note: The file must have a .php extension. If the file has a .html extension, the PHP code will not be 
executed. 

 

Comments in PHP 

In PHP, we use // to make a single-line comment or /* and */ to make a large comment block. 

<html> 
<body> 
 
<?php 

//This is a comment 
 

/* 
This is 
a comment 
block 
*/ 

?> 
 
</body> 
</html>  

 

 

PHP Variables 

A variable is used to store information. 

Variables in PHP 

Variables are used for storing values, like text strings, numbers or arrays. 

When a variable is declared, it can be used over and over again in your script. 

All variables in PHP start with a $ sign symbol. 

The correct way of declaring a variable in PHP: 

$var_name = value;  

New PHP programmers often forget the $ sign at the beginning of the variable. In that case it will not 
work. 

Let's try creating a variable containing a string, and a variable containing a number: 
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<?php 
$txt="Hello World!"; 
$x=16; 
?>  

 

 

PHP is a Loosely Typed Language 

In PHP, a variable does not need to be declared before adding a value to it. 

In the example above, you see that you do not have to tell PHP which data type the variable is. 

PHP automatically converts the variable to the correct data type, depending on its value. 

In a strongly typed programming language, you have to declare (define) the type and name of the 
variable before using it. 

In PHP, the variable is declared automatically when you use it. 

 

Naming Rules for Variables 

 A variable name must start with a letter or an underscore "_"  

 A variable name can only contain alpha-numeric characters and underscores (a-z, A-Z, 0-9, 
and _ )  

 A variable name should not contain spaces. If a variable name is more than one word, it 
should be separated with an underscore ($my_string), or with capitalization ($myString)  

 

 

PHP String Variables 

A string variable is used to store and manipulate text. 

String Variables in PHP 

String variables are used for values that contain characters. 

In this chapter we are going to look at the most common functions and operators used to manipulate 
strings in PHP. 

After we create a string we can manipulate it. A string can be used directly in a function or it can be 
stored in a variable. 

Below, the PHP script assigns the text "Hello World" to a string variable called $txt: 
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<?php 
$txt="Hello World"; 
echo $txt; 
?>  

The output of the code above will be: 

Hello World  

Now, lets try to use some different functions and operators to manipulate the string. 

 

The Concatenation Operator 

There is only one string operator in PHP. 

The concatenation operator (.)  is used to put two string values together. 

To concatenate two string variables together, use the concatenation operator: 

<?php 
$txt1="Hello World!"; 

$txt2="What a nice day!"; 
echo $txt1 . " " . $txt2; 
?>  

The output of the code above will be: 

Hello World! What a nice day!  

If we look at the code above you see that we used the concatenation operator two times. This is 
because we had to insert a third string (a space character), to separate the two strings. 

 

The strlen() function 

The strlen() function is used to return the length of a string. 

Let's find the length of a string: 

<?php 
echo strlen("Hello world!"); 
?>  
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The output of the code above will be: 

12  

The length of a string is often used in loops or other functions, when it is important to know when the 
string ends. (i.e. in a loop, we would want to stop the loop after the last character in the string). 

 

The strpos() function 

The strpos() function is used to search for a character/text within a string. 

If a match is found, this function will return the character position of the first match. If no match is 
found, it will return FALSE. 

Let's see if we can find the string "world" in our string: 

<?php 

echo strpos("Hello world!","world"); 
?>  

The output of the code above will be: 

6  

The position of the string "world" in the example above is 6. The reason that it is 6 (and not 7), is that 
the first character position in the string is 0, and not 1. 

 

Complete PHP String Reference 

For a complete reference of all string functions, go to our complete PHP String Reference. 

The reference contains a brief description, and examples of use, for each function! 

 
  

PHP Operators 

Operators are used to operate on values. 

PHP Operators 

http://www.w3schools.com/php/php_ref_string.asp
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This section lists the different operators used in PHP. 

Arithmetic Operators 

Operator Description Example Result 

+ Addition x=2 
x+2 

4 

- Subtraction x=2 
5-x 

3 

* Multiplication x=4 
x*5 

20 

/ Division 15/5 
5/2 

3 
2.5 

% Modulus (division remainder) 5%2 

10%8 
10%2 

1 

2 
0 

++ Increment x=5 
x++ 

x=6 

-- Decrement x=5 
x-- 

x=4 

Assignment Operators 

Operator Example Is The Same As 

= x=y x=y 

+= x+=y x=x+y 

-= x-=y x=x-y 

*= x*=y x=x*y 

/= x/=y x=x/y 

.= x.=y x=x.y 

%= x%=y x=x%y 

Comparison Operators 

Operator Description Example 

== is equal to 5==8 returns false 

!= is not equal 5!=8 returns true 

<> is not equal 5<>8 returns true 

> is greater than 5>8 returns false 

< is less than 5<8 returns true 

>= is greater than or equal to 5>=8 returns false 

<= is less than or equal to 5<=8 returns true 

Logical Operators 
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Operator Description Example 

&& and x=6 
y=3  

(x < 10 && y > 1) returns true 

|| or x=6 
y=3  

(x==5 || y==5) returns false 

! not x=6 
y=3  

!(x==y) returns true 

 

PHP If…Else Statements 

Conditional statements are used to perform different actions based on different conditions. 

Conditional Statements 

Very often when you write code, you want to perform different actions for different decisions.  

You can use conditional statements in your code to do this. 

In PHP we have the following conditional statements: 

 if statement - use this statement to execute some code only if a specified condition is true  

 if...else statement - use this statement to execute some code if a condition is true and 
another code if the condition is false  

 if...elseif....else statement - use this statement to select one of several blocks of code to be 

executed  

 switch statement - use this statement to select one of many blocks of code to be executed  

 

The if Statement 

Use the if statement to execute some code only if a specified condition is true. 

Syntax 

if (condition) code to be executed if condition is true; 

The following example will output "Have a nice weekend!" if the current day is Friday: 

<html> 

<body> 
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<?php 

$d=date("D"); 

if ($d=="Fri") echo "Have a nice weekend!"; 

?> 

 

</body> 

</html>  

Notice that there is no ..else.. in this syntax. The code is executed only if the specified condition is 
true. 

 

The if...else Statement 

Use the if....else statement to execute some code if a condition is true and another code if a condition 
is false. 

Syntax 

if (condition) 

  code to be executed if condition is true; 

else 

  code to be executed if condition is false;  

Example 

The following example will output "Have a nice weekend!" if the current day is Friday, otherwise it will 
output "Have a nice day!": 

<html> 

<body> 

 

<?php 

$d=date("D"); 

if ($d=="Fri") 

  echo "Have a nice weekend!"; 

else 

  echo "Have a nice day!"; 

?> 

 

</body> 

</html>  

If more than one line should be executed if a condition is true/false, the lines should be enclosed 
within curly braces: 
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<html> 

<body> 

 

<?php 

$d=date("D"); 

if ($d=="Fri") 

  { 

  echo "Hello!<br />"; 

  echo "Have a nice weekend!"; 

  echo "See you on Monday!"; 

  } 

?> 

 

</body> 

</html>  

 

 

The if...elseif....else Statement 

Use the if....elseif...else statement to select one of several blocks of code to be executed. 

Syntax 

if (condition) 

  code to be executed if condition is true; 

elseif (condition) 

  code to be executed if condition is true; 

else 

  code to be executed if condition is false;  

Example 

The following example will output "Have a nice weekend!" if the current day is Friday, and "Have a 
nice Sunday!" if the current day is Sunday. Otherwise it will output "Have a nice day!": 

<html> 

<body> 

 

<?php 

$d=date("D"); 

if ($d=="Fri") 

  echo "Have a nice weekend!"; 

elseif ($d=="Sun") 

  echo "Have a nice Sunday!"; 

else 

  echo "Have a nice day!"; 

?> 
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</body> 

</html>  

 
 

PHP Looping – While Loops 

Loops execute a block of code a specified number of times, or while a specified condition is true. 

PHP Loops 

Often when you write code, you want the same block of code to run over and over again in a row. 
Instead of adding several almost equal lines in a script we can use loops to perform a task like this. 

In PHP, we have the following looping statements: 

 while - loops through a block of code while a specified condition is true  

 do...while - loops through a block of code once, and then repeats the loop as long as a 
specified condition is true  

 for - loops through a block of code a specified number of times  

 foreach - loops through a block of code for each element in an array  

 

The while Loop 

The while loop executes a block of code while a condition is true. 

Syntax 

while (condition) 

  { 

  code to be executed; 

  } 

Example 

The example below defines a loop that starts with i=1. The loop will continue to run as long as i is less 
than, or equal to 5. i will increase by 1 each time the loop runs: 

<html> 

<body> 

 

<?php 

$i=1; 

while($i<=5) 

  { 
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  echo "The number is " . $i . "<br />"; 

  $i++; 

  } 

?> 

 

</body> 

</html>  

Output: 

The number is 1 

The number is 2 

The number is 3 

The number is 4 

The number is 5 

 

 

The do...while Statement 

The do...while statement will always execute the block of code once, it will then check the condition, 
and repeat the loop while the condition is true. 

Syntax 

do 

  { 

  code to be executed; 

  } 

while (condition);  

Example 

The example below defines a loop that starts with i=1. It will then increment i with 1, and write some 
output. Then the condition is checked, and the loop will continue to run as long as i is less than, or 
equal to 5: 

<html> 

<body> 

 

<?php 

$i=1; 

do 

  { 

  $i++; 

  echo "The number is " . $i . "<br />"; 
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  } 

while ($i<=5); 

?> 

 

</body> 

</html>  

Output: 

The number is 2 

The number is 3 

The number is 4 

The number is 5 

The number is 6 

The for loop and the foreach loop will be explained in the next chapter. 

 
 

PHP Looping – For Loops 

Loops execute a block of code a specified number of times, or while a specified condition is true. 

The for Loop 

The for loop is used when you know in advance how many times the script should run. 

Syntax 

for (init; condition; increment) 

  { 

  code to be executed; 

  }  

Parameters: 

 init: Mostly used to set a counter (but can be any code to be executed once at the beginning 
of the loop)  

 condition: Evaluated for each loop iteration. If it evaluates to TRUE, the loop continues. If it 

evaluates to FALSE, the loop ends.  

 increment: Mostly used to increment a counter (but can be any code to be executed at the 
end of the loop)  

Note: Each of the parameters above can be empty, or have multiple expressions (separated by 
commas). 
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Example 

The example below defines a loop that starts with i=1. The loop will continue to run as long as i is less 
than, or equal to 5. i will increase by 1 each time the loop runs: 

<html> 

<body> 

 

<?php 

for ($i=1; $i<=5; $i++) 

  { 

  echo "The number is " . $i . "<br />"; 

  } 

?> 

 

</body> 

</html>  

Output: 

The number is 1 

The number is 2 

The number is 3 

The number is 4 

The number is 5 

 

 

The foreach Loop 

The foreach loop is used to loop through arrays. 

Syntax 

foreach ($array as $value) 

  { 

  code to be executed; 

  }  

For every loop iteration, the value of the current array element is assigned to $value (and the array 
pointer is moved by one) - so on the next loop iteration, you'll be looking at the next array value. 

Example 

The following example demonstrates a loop that will print the values of the given array: 
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<html> 

<body> 

 

<?php 

$x=array("one","two","three"); 

foreach ($x as $value) 

  { 

  echo $value . "<br />"; 

  } 

?> 

 

</body> 

</html>  

Output: 

one 

two 

three 

 
 
 

PART II:  PHP Database Connectivity  

 

PHP and MySQL: Introduction 

mySQL is the most popular open-source database system. 

What is MySQL? 

MySQL is a database. 

The data in MySQL is stored in database objects called tables. 

A table is a collection of related data entries and it consists of columns and rows. 

Databases are useful when storing information categorically. A company may have a database with 
the following tables: "Employees", "Products", "Customers" and "Orders". 

 

Database Tables 

A database most often contains one or more tables. Each table is identified by a name (e.g. 
"Customers" or "Orders"). Tables contain records (rows) with data. 
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Below is an example of a table called "Persons": 

LastName FirstName Address City 

Hansen Ola Timoteivn 10 Sandnes 

Svendson Tove Borgvn 23 Sandnes 

Pettersen Kari Storgt 20 Stavanger 

The table above contains three records (one for each person) and four columns (LastName, 
FirstName, Address, and City). 

 

Queries 

A query is a question or a request. 

With MySQL, we can query a database for specific information and have a recordset returned. 

Look at the following query: 

SELECT LastName FROM Persons  

The query above selects all the data in the "LastName" column from the "Persons" table, and will 
return a recordset like this:  

LastName 

Hansen 

Svendson 

Pettersen 

 

 
 

PHP and MySQL: Connect to a Database  

Create a Connection to a MySQL Database 

Before you can access data in a database, you must create a connection to the database. 

In PHP, this is done with the mysql_connect() function. 

Syntax 

mysql_connect(servername,username,password);  

 

Parameter Description 
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servername Optional. Specifies the server to connect to. Default value is "localhost:3306" 

username Optional. Specifies the username to log in with. Default value is the name of the 

user that owns the server process 

password Optional. Specifies the password to log in with. Default is "" 

Note: There are more available parameters, but the ones listed above are the most important. Visit 
our full PHP MySQL Reference for more details. 

Example 

In the following example we store the connection in a variable ($con) for later use in the script. The 
"die" part will be executed if the connection fails: 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die(“*** Connection FAILED***”); 

  } else {echo “*** Connection Succeeded ***";} 

 

// some code 

?>  

 

 

Closing a Connection 

The connection will be closed automatically when the script ends. To close the connection before, use 
the mysql_close() function: 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die(“*** Connection FAILED***”); 

  } else {echo "*** Connection Succeeded ***";} 

 

// some code 

 

mysql_close($con); 

?>  

 

 

PHP and MySQL: Create a Database and Tables  

http://www.w3schools.com/php/php_ref_mysql.asp
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A database holds one or multiple tables. 

Create a Database 

The CREATE DATABASE statement is used to create a database in MySQL. 

Syntax 

CREATE DATABASE database_name  

 

To learn more about SQL, please visit our SQL tutorial.  

To get PHP to execute the statement above we must use the mysql_query() function. This function is 
used to send a query or command to a MySQL connection. 

Example 

The following example creates a database called "my_db": 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

if (mysql_query("CREATE DATABASE my_db",$con)) 

  { 

  echo "Database created"; 

  } 

else 

  { 

  echo "Error creating database: " . mysql_error(); 

  } 

 

mysql_close($con); 

?>  

 

 

Create a Table 

The CREATE TABLE statement is used to create a table in MySQL. 

Syntax 

CREATE TABLE table_name 

( 

http://www.w3schools.com/sql/default.asp
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column_name1 data_type, 

column_name2 data_type, 

column_name3 data_type, 

.... 

)  

To learn more about SQL, please visit our SQL tutorial. 

We must add the CREATE TABLE statement to the mysql_query() function to execute the command. 

Example 

The following example creates a table named "Persons", with three columns. The column names will 

be "FirstName", "LastName" and "Age": 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

// Create database 

if (mysql_query("CREATE DATABASE my_db",$con)) 

  { 

  echo "Database created"; 

  } 

else 

  { 

  echo "Error creating database: " . mysql_error(); 

  } 

 

// Create table 

mysql_select_db("my_db", $con); 

$sql = "CREATE TABLE Persons 

( 

FirstName varchar(15), 

LastName varchar(15), 

Age int 

)"; 

 

// Execute query 

mysql_query($sql,$con); 

 

mysql_close($con); 

?>  

http://www.w3schools.com/sql/default.asp
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Important: A database must be selected before a table can be created. The database is selected with 

the mysql_select_db() function. 

Note: When you create a database field of type varchar, you must specify the maximum length of the 
field, e.g. varchar(15). 

The data type specifies what type of data the column can hold. For a complete reference of all the 
data types available in MySQL, go to our complete Data Types reference. 

 

Primary Keys and Auto Increment Fields 

Each table should have a primary key field. 

A primary key is used to uniquely identify the rows in a table. Each primary key value must be unique 
within the table. Furthermore, the primary key field cannot be null because the database engine 
requires a value to locate the record. 

The following example sets the personID field as the primary key field. The primary key field is often 
an ID number, and is often used with the AUTO_INCREMENT setting. AUTO_INCREMENT automatically 
increases the value of the field by 1 each time a new record is added. To ensure that the primary key 
field cannot be null, we must add the NOT NULL setting to the field. 

Example 

$sql = "CREATE TABLE Persons  

( 

personID int NOT NULL AUTO_INCREMENT,  

PRIMARY KEY(personID), 

FirstName varchar(15), 

LastName varchar(15), 

Age int 

)"; 

 

mysql_query($sql,$con);  

 

 

PHP and MySQL: Insert Into to a Database 

The INSERT INTO statement is used to insert new records in a table. 

Insert Data Into a Database Table 

The INSERT INTO statement is used to add new records to a database table. 

Syntax 

It is possible to write the INSERT INTO statement in two forms.  

http://www.w3schools.com/sql/sql_datatypes.asp
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The first form doesn't specify the column names where the data will be inserted, only their values: 

INSERT INTO table_name 

VALUES (value1, value2, value3,...)  

The second form specifies both the column names and the values to be inserted: 

INSERT INTO table_name (column1, column2, column3,...) 

VALUES (value1, value2, value3,...)  

 

To learn more about SQL, please visit our SQL tutorial.  

To get PHP to execute the statements above we must use the mysql_query() function. This function is 
used to send a query or command to a MySQL connection. 

Example 

In the previous chapter we created a table named "Persons", with three columns; "Firstname", 

"Lastname" and "Age". We will use the same table in this example. The following example adds two 
new records to the "Persons" table: 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

mysql_select_db("my_db", $con); 

 

mysql_query("INSERT INTO Persons (FirstName, LastName, Age) 

VALUES ('Peter', 'Griffin', '35')"); 

 

mysql_query("INSERT INTO Persons (FirstName, LastName, Age)  

VALUES ('Glenn', 'Quagmire', '33')"); 

 

mysql_close($con); 

?>  

 

 

Insert Data From a Form Into a Database 

Now we will create an HTML form that can be used to add new records to the "Persons" table. 

Here is the HTML form: 

http://www.w3schools.com/sql/default.asp
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<html> 

<body> 

 

<form action="insert.php" method="post"> 

Firstname: <input type="text" name="firstname" /> 

Lastname: <input type="text" name="lastname" /> 

Age: <input type="text" name="age" /> 

<input type="submit" /> 

</form> 

 

</body> 

</html>  

When a user clicks the submit button in the HTML form in the example above, the form data is sent to 
"insert.php". 

The "insert.php" file connects to a database, and retrieves the values from the form with the PHP 
$_POST variables. 

Then, the mysql_query() function executes the INSERT INTO statement, and a new record will be 
added to the "Persons" table. 

Here is the "insert.php" page: 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

mysql_select_db("my_db", $con); 

 

$sql="INSERT INTO Persons (FirstName, LastName, Age) 

VALUES 

('$_POST[firstname]','$_POST[lastname]','$_POST[age]')"; 

 

if (!mysql_query($sql,$con)) 

  { 

  die('Error: ' . mysql_error()); 

  } 

echo "1 record added"; 

 

mysql_close($con) 

?>  
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PHP and MySQL: Select data from a Database 

The SELECT statement is used to select data from a database. 

Syntax 

SELECT column_name(s) 

FROM table_name  

To learn more about SQL, please visit our SQL tutorial. 

To get PHP to execute the statement above we must use the mysql_query() function. This function is 
used to send a query or command to a MySQL connection. 

Example 

The following example selects all the data stored in the "Persons" table (The * character selects all the 
data in the table): 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

mysql_select_db("my_db", $con); 

 

$result = mysql_query("SELECT * FROM Persons"); 

 

while($row = mysql_fetch_array($result)) 

  { 

  echo $row['FirstName'] . " " . $row['LastName']; 

  echo "<br />"; 

  } 

 

mysql_close($con); 

?>  

The example above stores the data returned by the mysql_query() function in the $result variable. 

Next, we use the mysql_fetch_array() function to return the first row from the recordset as an array. 
Each call to mysql_fetch_array() returns the next row in the recordset. The while loop loops through 

all the records in the recordset. To print the value of each row, we use the PHP $row variable 
($row['FirstName'] and $row['LastName']). 

The output of the code above will be: 

http://www.w3schools.com/sql/default.asp
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Peter Griffin 

Glenn Quagmire  

 

 

Display the Result in an HTML Table 

The following example selects the same data as the example above, but will display the data in an 
HTML table: 

<?php 

$con = mysql_connect("localhost","root",""); 

if (!$con) 

  { 

  die('Could not connect: ' . mysql_error()); 

  } 

 

mysql_select_db("my_db", $con); 

 

$result = mysql_query("SELECT * FROM Persons"); 

 

echo "<table border='1'> 

<tr> 

<th>Firstname</th> 

<th>Lastname</th> 

</tr>"; 

 

while($row = mysql_fetch_array($result)) 

  { 

  echo "<tr>"; 

  echo "<td>" . $row['FirstName'] . "</td>"; 

  echo "<td>" . $row['LastName'] . "</td>"; 

  echo "</tr>"; 

  } 

echo "</table>"; 

 

mysql_close($con); 

?>  

The output of the code above will be: 

Firstname Lastname 

Glenn Quagmire 

Peter Griffin 

 


